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# PLEASE NOTE

Screenshots in this guide may differ from your environment (e.g., directory paths, version numbers, etc.). When choosing between a stable or most recent release, we advise you install the stable release rather than the best-testing version. Additionally, there may be subtle discrepancies along the steps, please use your best judgment to complete the tutorial. If you are unfamiliar with terminal, command line, and bash scripts, we recommend watching [this video](https://youtu.be/Dp7uw9c6QH8) prior to moving forward with this guide. Not all steps are fully explained. Lastly, we advise that you avoid copy-pasting code directly from the guide or GitHub repositories. Instead, type out the code yourself to improve familiarity.

More information on this guide can be found under the related module in [this repository](https://github.com/samchung0117/cs628-examples).

# SECTION CONTENTS

1. Accessing GitHub Codespaces
2. Project initialization
3. Setting up the React router
4. Creating the components
5. Connecting the front and backends

# SECTION 1. ACCESSING GITHUB CODESPACES

GitHub Codespaces is an online cloud-based development environment that allows users to easily write, run and debug code. Codespaces is fully integrated with your GitHub repository and provides a seamless experience for developers. In order to access Codespaces, users only need a GitHub account and an active internet connection.

After downloading the current HOS assignment, in the top-right corner of the repo, click on the **<> Code** drop-down menu and select **Create codespace on main** as shown in the following image. The free and pro GitHub subscriptions include free use of GitHub Codespaces *up to a fixed amount of usage each month*. In order to avoid unexpected charges, please review the [billing information](https://docs.github.com/en/billing/managing-billing-for-github-codespaces/about-billing-for-github-codespaces).

**NOTE:** *This tutorial is an extension of the previous guide in the HOS08 module. Please create a copy of the backend application from HOS08 and move it into your HOS09 repository, or plan to execute the backend from the HOS08 directory if you are using Codespaces.*

# SECTION 2. PROJECT INITIALIZATION

Before we begin creating our frontend, we must make sure that the backend server from the previous module is up and running and test our API.

1. Navigate to the appropriate backend directory.
2. Start the server using the command  **node server.mjs** .

**NOTE:** *If you are using Codespaces, you must make the port running your backend server public, as discussed in the previous module.*

1. Open the local address in your browser to check if the API is working.

Once everything is in order with the backend, we are ready to start creating the frontend of our web application!

1. Open a new terminal and initialize the frontend using the following commands:

**>>mkdir mern**

**>>cd mern**

**>>npx create-react-app client**

Next, we'll navigate to the **client** directory in the terminal and proceed to install two extra dependencies essential for our project.

1. Execute the following commands:

>>cd client

>>npm install react-router-dom bootstrap

Bootstrap enables rapid deployment of templates and components for your new web app, sparing you from starting from scratch, while **react-router-dom** installs React router components tailored for web applications.

**SECTION 3. SETTING UP THE REACT ROUTER**

We will be using the **BrowserRouter** component reviewed in previous models to ensure that our UI stays synchronized with the URL, enable smooth transitions when moving between components.

1. Replace the code in **index.js** with the following:

**SECTION 4. CREATING THE COMPONENTS**

Now, we need to create the components for our application. Ensure you are under the **mern/client** directory for the following steps.

1. Use the following terminal commands to create our UI component files:

**>>mkdir src/components**

**>>cd src/components**

**>>touch create.js edit.js navbar.js record-list.js**

1. Open **create.js** and add the following code:

The provided code will function as a creation component for our records, allowing users to generate new entries. Through this component, a create command will be sent to our server.

1. Open **edit.js** and add the following code:

The **Edit** component will act as an editing component for our records, adopting a layout like the **Create** component, and ultimately sending an update command to our server.

1. Open **navbar.js** and add the following code:

Within the **Navbar** component, we'll have a navigation bar that links us to the necessary components.

1. Open **record-list.js** and add the following code:

The provided code will function as a viewing component for our records, retrieving all database entries through a GET method.

1. Replace the code in **App.js** to match the following:

# SECTION 5. CONNECTING THE FRONT AND BACKENDS

So far, we have successfully created our UI components and established a connection between our React app and the express app we built for our API backend using **fetch**, a built-in function designed to simplify the handling of HTTP requests. This is implemented in the **Create**, **Edit**, and **RecordList** components.

In **create.js**, we enhance the **onSubmit(e)** block with code that triggers a POST request to the **/create** endpoint, adding new records to the database. Similarly, in **edit.js**, we insert code within the **onSubmit(e)** block, as well as beneath the constructor, to make updates to the database. In **record-list.js**, we use the GET method from **fetch** to retrieve records from the database.

The last thing we need to do to connect our client and server side applications is update the placeholder URL in all of the **fetch** functions with the local address of our backend API. Once all of the components have been updated, we need to navigate to the **client** directory in our terminal and run the **npm start** command.

**NOTE:** *Ensure your express app is running in a separate terminal from your React app. If not, open a new terminal and navigate to the appropriate directory then run the command* ***node server.mjs****.*

After refreshing your browser, a successful connection between the front and backends of our application, we will be able to view a display of the records in our database, generate new records and perform updates or deletions through the frontend.

## PUSH YOUR WORK TO GITHUB TO SUBMIT